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# Цель работы

Разработать игру “Цу Е Фа” с чатом на языке программирования Python для игры по локальной сети.

## Задачи

* Изучить систему маршрутизации;
* Изучить систему стека TCP/IP;
* Произвести настройку протокола транспортного уровня;
* Произвести настройку сокетов серверной и клиентской части игры;

## Теоретическая часть

## Протокол связи

### IP — Internet Protocol

Протокол передачи, который первым объединил отдельные компьютеры в единую сеть. Самый примитивный в этом списке. Он является ненадёжным, т. е. не подтверждает доставку пакетов получателю и не контролирует целостность данных. По протоколу IP передача данных осуществляется без установки соединения.

Основная задача этого протокола — маршрутизация датаграмм, т. е. определение пути следования данных по узлам сети.

Популярная версия на текущий момент — IPv4 с 32-битными адресами. Это значит, что в интернете могут хранится 4.29 млрд адресов IPv4. Число большое, но не бесконечное. Поэтому существует версия IPv6, которая поможет решить проблему переполнения адресов, ведь уникальных IPv6 будет 2 ^ 128 адресов (число с 38 знаками).

### TCP/IP — Transmission Control Protocol/Internet Protocol

Это стек протоколов TCP и IP. Первый обеспечивает и контролирует надёжную передачу данных и следит за её целостностью. Второй же отвечает за маршрутизацию для отправки данных. Протокол TCP часто используется более комплексными протоколами.

### UDP — User Datagram Protocol

Протокол, обеспечивающий передачу данных без предварительного создания соединения между ними. Этот протокол является ненадёжным. В нём пакеты могут не только не дойти, но и прийти не по порядку или вовсе продублироваться.

Основное преимущество UDP протокола заключается в скорости доставки данных. Именно поэтому чувствительные к сетевым задержкам приложения часто используют этот тип передачи данных.

### FTP — File Transfer Protocol

Протокол передачи файлов. Его использовали ещё в 1971 году — задолго до появления протокола IP. На текущий момент этим протоколом пользуются при удалённом доступе к хостингам. FTP является надёжным протоколом, поэтому гарантирует передачу данных.

Этот протокол работает по принципу клиент-серверной архитектуры. Пользователь проходит аутентификацию (хотя в отдельных случаях может подключаться анонимно) и получает доступ к файловой системе сервера.

### DNS

Это не только система доменных имён (Domain Name System), но и протокол, без которого эта система не смогла бы работать. Он позволяет клиентским компьютерам запрашивать у DNS-сервера IP-адрес какого-либо сайта, а также помогает обмениваться базами данных между серверами DNS. В работе этого протокола также используются TCP и UDP.

### HTTP — HyperText Transfer Protocol

Изначально протокол передачи HTML-документов. Сейчас же он используется для передачи произвольных данных в интернете. Он является протоколом клиент-серверного взаимодействия без сохранения промежуточного состояния. В роли клиента чаще всего выступает веб-браузер, хотя может быть и, например, поисковый робот. Для обмена информацией протокол HTTP в большинстве случаев использует TCP/IP.

HTTP имеет расширение HTTPS, которое поддерживает шифрование. Данные в нём передаются поверх криптографического протокола TLS.

### NTP – Network Time Protocol

Не все протоколы передачи нужны для обмена классического вида информацией. NTP — протокол для синхронизации локальных часов устройства со временем в сети. Он использует [алгоритм Марзулло](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%9C%D0%B0%D1%80%D0%B7%D1%83%D0%BB%D0%BB%D0%BE). Благодаря нему протокол выбирает более точный источник времени. NTP работает поверх UDP — поэтому ему удаётся достигать большой скорости передачи данных. Протокол достаточно устойчив к изменениям задержек в сети.

Последняя версия NTPv4 способна достигать точности 10мс в интернете и до 0,2мс в локальных сетях.

### SSH – Secure SHell

Протокол для удалённого управления операционной системой с использованием TCP. В SSH шифруется весь трафик, причём с возможностью выбора алгоритма шифрования. В основном это нужно для передачи паролей и другой важной информации.

Также SSH позволяет обрабатывать любые другие протоколы передачи. Это значит, что кроме удалённого управления компьютером, через протокол можно пропускать любые файлы или даже аудио/видео поток.

SSH часто применяется при работе с хостингами, когда клиент может удалённо подключиться к серверу и работать уже оттуда.

## IP-адресация

Каждый компьютер в сети TCP/IP имеет адреса трех уровней:

* Локальный адрес узла, определяемый технологией, с помощью которой построена отдельная сеть, в которую входит данный узел. Для узлов, входящих в локальные сети - это МАС-адрес сетевого адаптера или порта маршрутизатора, например, 11-А0-17-3D-BC-01. Эти адреса назначаются производителями оборудования и являются уникальными адресами, так как управляются централизовано. Для всех существующих технологий локальных сетей МАС-адрес имеет формат 6 байтов: старшие 3 байта - идентификатор фирмы производителя, а младшие 3 байта назначаются уникальным образом самим производителем. Для узлов, входящих в глобальные сети, такие как Х.25 или frame relay, локальный адрес назначается администратором глобальной сети.
* IP-адрес, состоящий из 4 байт, например, 109.26.17.100. Этот адрес используется на сетевом уровне. Он назначается администратором во время конфигурирования компьютеров и маршрутизаторов. IP-адрес состоит из двух частей: номера сети и номера узла. Номер сети может быть выбран администратором произвольно, либо назначен по рекомендации специального подразделения Internet (Network Information Center, NIC), если сеть должна работать как составная часть Internet. Обычно провайдеры услуг Internet получают диапазоны адресов у подразделений NIC, а затем распределяют их между своими абонентами.

Номер узла в протоколе IP назначается независимо от локального адреса узла. Деление IP-адреса на поле номера сети и номера узла - гибкое, и граница между этими полями может устанавливаться весьма произвольно. Узел может входить в несколько IP-сетей. В этом случае узел должен иметь несколько IP-адресов, по числу сетевых связей. Таким образом IP-адрес характеризует не отдельный компьютер или маршрутизатор, а одно сетевое соединение.

* Символьный идентификатор-имя, например, SERV1.IBM.COM. Этот адрес назначается администратором и состоит из нескольких частей, например, имени машины, имени организации, имени домена. Такой адрес, называемый также DNS-именем, используется на прикладном уровне, например, в протоколах FTP или telnet.

IP-адрес имеет длину 4 байта и обычно записывается в виде четырех чисел, представляющих значения каждого байта в десятичной форме, и разделенных точками, например:

128.10.2.30 - традиционная десятичная форма представления адреса,

10000000 00001010 00000010 00011110 - двоичная форма представления этого же адреса.

## Маршрутизация TCP/IP

Маршрутом называется путь, по которому пакеты пересылаются от отправителя к получателю. Маршрут определяет не полный путь, а только сегмент пути от хоста до шлюза (или от шлюза до шлюза), который может переслать пакеты целевому хосту. Список маршрутов хранится в таблице маршрутизации ядра. Описание маршрута содержит такую информацию, как список сетей, достижимых локальным хостом, и список шлюзов для отправки пакетов в удаленные сети. При получении дейтаграммы шлюз ищет в таблицах маршрутизации следующий узел ее маршрута до целевого хоста и отправляет дейтаграмму этому узлу.

В таблицу маршрутизации ядра можно добавлять несколько маршрутов к одному и тому же хосту. Процедура выбора маршрута сначала находит все маршруты, соответствующие запросу, а потом выбирает маршрут с минимальной метрикой расстояния. При наличии нескольких маршрутов одинаковой длины выбирается тот маршрут, который задан наиболее точно. Если несколько маршрутов совпадают по обоим критериям, то эти маршруты применяются по очереди.

# Интерфейс приложения

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbAAAAGICAYAAAAgZ7XqAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACQhSURBVHhe7Z1PiyTHmYf7suwevZ9gQWDkg22Z8Uzbbmk81q7/YHbW0mINtmaxp5BnWoxgoUF7Mvi46qMaFnxb0MkH9cEXM19hfbD64NsyvulmsBAsNr7YtfFGRlRGRL5ZmRFZFVVZ9TzwzHRlRr6ZVRkdv4ys6u6TFz77uSUiIuI++pWvvawuF22AAQAAzAkCDAAAZgkBBgAAs4QAAwCAWUKAAQDALLEB9vjiwj0EAACYBzbA7m1oBvarX/1q+a/f//7y3y/edUsAAAC2gw2wi4kzsD/84Q/LJ0+eLM9e+eryv//n/5b37t1zawAAALaDDbBbE2dgi8XCBpf4rcvny9dff92tAQAA2A42wN58tTzAwvD64sP/sgH24MGD5e9//3vXAgAAcvjNb34zyn3j5ORk7XHJOmmzKSZ9iONPf/rT8pVXvmbD6x/u/sSG1zff/I/lD3/4Q9diiGfL85Oz5dVz99CiLRtCtjmxL4z3/JlbpVKyDwCAOowJp30MMDmmv/nbv1OPbd26UmyAyT8l/OhHP1rNviQ0JMC+/OUvZ8y+NhlgY7Z5vrw6i4Pu5OTcbA0AsD+MGeQ3GQSbRAsqbdkmKA6w3/3ud8svfemlKLzEH/zgB67FGGoGWBNeZ7ZR0P7ZOSEGAHvFmIF+02GwScLACr/eNMUB9u6773ZmX2evv7N87bXXXIsxDAVYEzrR7UAJnLMrsyZkRIA9v1qerYIqbv/s3Adb8/Vqdrb+PiQAwFYYM9hvIxA2iQ+ubYWXUBxgb7zxRhRe3/zP/13euXNn+Ze//MW1GMNQgMlDE1hBkEjAdHNFtgmCR5tRRcHXH2At2rEBwNxox4X17hME2DiKA0xuFYYBduefny5/+tOfurVjGRFg9nEwc+rMvoQRYdM7A0tmefaWou/UBBgA1GfuAebDS/4Pv940xQH28OFD+78PsJdffnn517/+1S4bjxY83WXPr87sDMn/32VEgBnamVbQPnwPLAo5CTYCDADqM2aw30YgbAI5rjSwtGWboDjAzszg/m9v/cQG2Gc+8/fLX//6125NDuMCzAbL2bmZffUFyrgA87OtdoYlBrcbw9uMNswIMACoz5iBftNhsAnWBdW6daUUB9hvf/vb5UsvvWRD4PLy0i3NRYInDRRvHB72wxW9H6ro1tFnap6+wAsCbm1gAgBsDxnkx7hvyNi57rhknbTZFMUBJnz66acbPZiWbsDoH94AAIBjxQZY6W/i+POf/1wnwOwtRO3DGwAAcKzYALt/u2wGJvziF79wX20Df0uPW3kAABAz6RYiAADAriDAAABglky+hQgAALALbIBN/YvMAAAAteEWIgAAzBICDAAAZgkBBgAAs4QAAwCAWUKAAWwR+XVrALAdCDAAAJglBBgAAMwSAgwAAGYJAQYAALPEBtgtAgwAAGaGDTB+FyIAAMwNG2CPv3fqHgIAHCnPzu0f6A3lr8DvN02APXnNPQQAOD6enSt/OFf+ErwEGX8Nfm+xAXbv4RP3EADguFDDy+NDjKnYXmID7IVXH7qHAADHxLPl+dpZ1vPl1VkbcE3Y9WhqXA2s9/t4fnUWrTsL0jPahwnOqG1vjXPzTBqGtu89Rh/S/lbqDEJ7TwLMd5JYLnoAYKu4wToMkBQfAO34Hg/udn0QLEPr08daYIzZR3vMbvwcdQym7blrZ2eX7czz2VVwTDPBBtibg3/QUg+YXoMXbhip3TN93wnuiszaXtUAwAGSEWC+zaQAc7ck0yGy2UcQJoM1krHJPQ+/ydAxWpIAmyPNhzjGfgrRvkg9T3jdunWY7dZ1nqqkncs+J0IM4GBxA/+6i+4mXDY0A+sbJ91xRPuQ4wqNaijrjVHIpusPNcDkn1H0vfjCunW9yOxrfwIi7XiCtgwADgR30doZ3AOaMGjHtnRMyA+w7gzMH4dfPlhjzfEKQ8doIcACetbZF85fARjj2daz5bl9UcPbdvEL74nrxKGX7iN0Vcp1HK12Q3MMndV2O2ZhAIdKE1DK977gAy5YOSnAlHqWZJwZrrE+eAgwjcwA67xoaYjIC3h+boIjCIi0jUFORht83TcsLWa7tk0TRlm3Jl3HSvuV9rwA4JDw7/En3+c9YTMpwAx2fTTWNPsPx6txNboX8n6Toe0tBzC2bS/AegLBvpC+nd2mGzRRG1snmQG57aLaZtn0AFOe27rnDACHgxtXQtPxy4eP1axsxir32ARE9BF1Zb0fRqLlxnA/Q/tYjXJhO6Mf70Zt78M5aLfCvw7hsj1lewHW19a9OPa1Cb8OUdpohgElJ4kAAwA4HrYcYEo4hTMz93UnaMI2Uied+irIVUe7r4IAc9ukx9tcvfAeGADAvmED7O6db7iHA+QEmJ+ipolg2/lAcPee17XpmxlFpJ9mLAkw2W33WLRlAACwe2yAvfGFnBmYMqsSlHDz92Lb9t03K33NdlnPG5pr3rC0NaKDKguwTliGQQoAAHuFDbB3XhmagbmZkgmFlavbesq6IEyiNxCN/eG3vo0PQ68Pp7R+6irE/D7UAwjwM0cr4QUAsK/kvQe2h0iw9c20bLgNBRYAAMyS5j2wOQfY2l9AaWaHVwQYAMAhMvIWIgAAwH4x+1uIAAArkvfTRd5FOFwIMAA4CJoPeiU/cuM/lDXiZ0lhfhBgADB71PDy9P1MKsweAgwAZk7zc5/9syz/oz5NwKU/krMyCLj4x3N8MMY/MtT5EZ2T8+V5ce2B41JujYpN2eHj8nuP990uH/Oa7CMEGADMGzdQ9/04jeAH7vNnZrAf+JP6djDv/JyrH+xdWCYD+7NzqTOl9vC2zXNIw2jMcfmvw9fI7dsey/C+95WRAeZf6MDOSQismdq28/qT2BzLuo7cj+sA1raTAMCekxFgUZtksLZoy6IxxtcKxwgzdqSzv8LaFq2dId1vHIYDx2VrJvtxr1s0XPfse1+xAfb57/6jeziAfcI9T27duq2SBGjakcZgT1pwIrVOBQD7iRuI1104+wAbHKxHfe83F7vheNHZdXFtQ0+I+Ofg7Qb2muPyr5HiYKjvMTbA7nz/O+7hAPZF6Hly69btOfZKJumB2jIA2EPcBei6i1f7/ZyOT70hMzyO2TCx+5MLaCWUJtTuCxF1Bpa06z0u2feYi/s5BtjdH28+wJoX1ylBYNe7x+aFfBZeTdgXNryFF18VxFce6Ql0KvuwFfyy3jBKrlo8drsRV0sAsHP8WKB+m/uAS1dqg7Vr26ljlse/1MeNG1emvbbTKbW1bQ1pgPl68Uys57h6anYY225PGPkemCMJqQhlne1UwYvYXh002PXRVUHz4ocnRNq0j93twrTGmn0M4jpBp1Ote64AsGf4txKS71n3/a1ewPZ8jzdhmI5l3YtZrd2KKbV7tk0DzF/Yp0+t77ia5fG+pEa0/czGvYIAkxehz/TEmGWrV8fNsIJw6YZNEmC282kntz1pQ/sYpO+KY2YnEgAMyhiVDvAWH2zepFEz2Lf21tDGmim1+7btGXvj2Zej77gM6b6j7QeOex+pNANr7sdeJYHVd0WxelF7Tpro2wztYxB70ggwAMjEjB3n+zhA7OtxbYEKAXZlgqVZ3plxJQF1dmVe+CCc7PqBMBrcxyDunnFysZGGKwBAyHMzXu3j+LCvx7UNth9gwbLhcNFuIfbsz5G/jy7tLK5FWwYA0GDGqr0cH/b1uLZDhRlY+2JmB5ihCaj+Nx7z96GQBqV9Lsy+ACDGji9mjNq38WFfj2vbjAww/wmfwFVIKOtMoDTB0yiB1L7ARi1gbIjE23jCWuG6UfuwYWQeD12VRPsnvAAA9p28GRgAAMCeQIABAMAsIcAAAGCWEGAAADBLCDAAAJglBBgAAMwSG2Cjfxs9AADAnmAD7Ftvj/yDlgAAAHuCDbB/efuue9iH8sPK6xz6oWFoiH7jR/Mahz/APZ7mN5g0rz8/hA0Ax4ENsAdvH/dfZN4dyYVB7q/AEtxvEFldM/BrsADgSGhmYN/9ons4AAG2d6S/C1LQlgEAHBrNe2BfH/kpxKwAa38xb/s7CrvbRr+/0LX3RL8DUQZkuw/32MxWniXbrrSD9/r9x/sNjyuZFZlacVszu0l+b+P5s+42ns62bvnQc7OH45cF9WKa59hZbbdjFgYAh40NsLu3Nh1g7XsyZ2dnLpT8IN8OrHZwD2+bKQN2OptIt2kCIhyszX7OzT7H7l8d6F3bdL9h2/TWnbKNHHsbyG59cOxDz22QzjE41p0nAIADwQbY580/oxgdYEJ3QI8G3J7BtwmKtk48yLtgXBtgnoH924dbDDC7PqntAto3GXpug9h9KOeDAAOAI8AGmPwzioIAC28J+kHaLuur1TvIS73z5VUySxkKod79G5ptTf2Vvs4GAsw9D02//6HnNggBBgBHzI4DLAwARxIMzSB/ZWo1tW2QbDTA/LbhDGhDATYQRkPPbZjmmNPXsP81AQA4HOoGWDhjcAEQhoTF1mkHXzvIB3XTQb5/sB7Yv30Yb9vsSx5vIMCSfWkMPbcxNCHYHqegLQMAODQKAkyZNQk9AdYJiGCAbgbwbgiEoZMOxrkBtm7/8bYbnoEZmucXH5vU8U2Gntso0qBMLgAAAA6VkQHmwyBwNdAq6+yg3Cw/Oz+3A328TUsTDO22wXjuAqBRQi1qa2rFH6NPB+31+0/329ZIno85IL3tGoMnET4H0Yfz0HOzrdwFQ1hPxYVpsz3hBQDHQd4MLAsXIMFsqi673j8AAGwTAgwAAGYJAQYAALNkSwHmPhDhHXoPZ+Psev8AALBttjgDAwAA2B4EGAAAzBICDAAAZgkBBgAAs4QAAwCAWUKAAQDALCHAAABglhBgAAAwSwgwAACYJQQYAADMEgIMAABmCQEGAACzhAADAIBZQoABAMAsIcAAAGCW2AB7fHHhHgIAAMwDG2BvvsoMDAAA5oUNsFvcQgQAgJlBgAEAwCyxAXb/NgEGAADzwgbYBR/iAACAmWEDTP4BAACYEwQYAADMEgIMAABmCQEGAACzhAADAIBZQoABAMAsIcAAAGCWEGAAADBLCDAAAJglNsD4cyoAADA3bIDdYwYGAAAzwwYYvwsRAADmhg0w/pwKAADMDRtg/EVmAACYG3yIA1Y8ffrUfQVQBn0IppLTh2yAyT85fPzxx3hgfvDBB1UHH+0YcN7Sh3CquX2oOMA+/fRTPCB3Mfhox4HzlT6EUyXAsEgGH5wqfQinSoBhkQw+OFX6EE6VAMMiGXxwqvQhnCoBhkUy+OBU6UM4VQIMi2TwwanSh3CqBBgWyeCDU6UP4VQJMCySwQenSh/CqRJgWCSDD06VPoRTJcCwSAYfnCp9CKdKgGGRDD44VfoQTpUAwyIZfHCq9CGcKgGGRTL44FTpQzhVAgyLZPDBqdKHcKoEGBbJ4INTpQ/hVAkwLJLBB6dKH8KpHliA3SwvT0+WJyexp5c3bZub6+XCtzldLK9vwu1xrPMbfIb7xvVi/XrcrIcfYHqfS11ca9viGIsC7AtfuuUejqN6x7m5XC6kc5xeLm+iddKhTGiZ/68Xp6bzEGClznbw6e0bXnOBY9dLP9HW46Y8/ABz+j63uE7WmfHIXDQRYOXm9iHJrv0PMD8IpR3mesEV9Yac7+DT0zdWuqvm3oDDTXk0Abauz0m4MSYVe1QBJrOuS2ZcG5EAw6kSYDjV4wkwc6VzurYD+duKZjuntPeD2M1lsE6tE9/vjt93M1dZ4bpFOzhGda3NLc7OvXM5lk7b3QXyUQaYff80OAeni/j1vzZ9zC23t6alz/m2Vn++pE6zTG4fTesD22zbPrf0/cFN3MkgwEJdG++qbXC+TJ+8Ds+TWi8+v+15yhjfEsfW2IVHEWA3ZmBZDLyn0XyDmjZuQPInNPpGlVuQ9sQpwWHWNSf1NL6nLdv4Ac08lmNpBrlggPTbBsEm+s4SHsPNpW+77pth+x5dgLkwWp2L4MNAq/Ntz6M5/+YcrS6WpJ3sz/Qt32fkvNo2Yb2MPmD7VKetDC7N8aRtx9Zd9fme10b9npggAZbo+4rW95LxInccGjO++bElOr9yTK7vjBojK3vYARa4/kVWBi1/9Rx2OplJXepvyF4vFuZEy77CTiV1u52s6QjBcm1fouuMUSCmA+mOnH2ADRkNIutDLZ2tiDIYNOc33VYGBGUgK+gDG2+rLQsdWp/p0QVY5Km9sL28jr+PfSiEr7GMF+k5zR+HzLKh8c2dX31sGVmjsocdYPaF7bky7dW0d1fHtqNFJ+d6eWlqaAEkb8SurlB8e3+Ce1x1Steuc3xrBiQCrNSwb2jrc75RXdtosHDKNvbKNawnfSSZoYfti/vAjZnZt312VH/R6mrLQofWZ3p0ARb0n5tgBp+OMXFbeZxeIGWOQ5Fmfd/45s7v8NiypkZljyDA5LEfaNZ98zWDi3SIxeW16WDaoNV0nHRQ8FfbeoApg1uq31eP2oAUtVGu5LbtUQWY+8bWtmnOudKvzADl+1xkcDs5bp/fB06ln5pjkz5m34vQAmbVdnyAhdpZgj9ebZsJHnOANeoXQM0szC2T17yzXeY4ZB0xvrnz2x9gY8bIuh5JgAXL1CsTZdBST47rOObrtpOYuq6NHmDrOoSzr502YKRtV++xjAjKDXpUAeb7QrjM2Zzz9LV3+3CzrraeDABae2NBH5A60ZvoY/rLurbJstX7tb5Pa9tMkADruwBq28v67uudOQ6NHd/c+dXHq7FjZF2PKMCM7gR1lmvf5NrJMctWP7Phtzltbwl1Byd30m3tYKARzbGsOmZfR9AGDOVY9W+C7XpUARacx/g11tqm5yNp03euC/pAaX/pbdtZ5p93MBtIt5kgAeaWKxc0vg+lfctqzmnWOKT1Aa0PufOrBtjYGpU9zAAzL6ztGMrJ9x1DPRGr9n6q3JwcuRK1t33MCW4/oZUOXuax6zjaoNA1uELybUZ9UizpZMzA8lzTNxrd6ym3+sLlq/NolrvXObrV49t1vqn9+WlvxakXHBl9YNU2eQ5r26aDjFseHkP6AYJ0BrbpT50dTYD5Pheeg+A9MPVTn64fqa+1OXdZ49DI8W01tqw5nqEane227IEFmL9ijI07gR9QzPLgvSM5ec03a3MCb0w7f/W5MG38N6/Vn0TTkZorobamN9ynnNzo58CC90GiulYZLJTnIcfUaesM36eo5PwGn+G+sbrq7VlvB6Ke8xhv70LNf9OvVJabvhT9bI81pw8U9JdQ23eS/h3on2P62qgDa6aHH2B6n1tpZ019r6Ns270ojc5TxjiUNb6Jpk243zE10vY1PLAAw1oezdXzIWuCy15FK4NVDelDa5SLnNVsB/skwLBIBp9D0VzpXxJg+6ZcWGxilnvoEmBYJIMPTpU+FBvfxpNbw3o7bC0KMP6gJTL44FTpQ4ny4QwJr+S9Vew3tw/t+R+0xFoy+OBU6UM4VQIMi2TwwanSh3CqBBgWyeCDU6UP4VQJMCySwQenSh/Cqeb2oQc//ioBhgw+OF36EE41tw/ZGdjjiwv3cBx0nMOTwQenSh/CqRYF2P3bzMCOXQYfnCp9CKea24fu8B4Yigw+OFX6EE41tw/ZGRgBhgw+OFX6EE61KMC4hYgMPjhV+hBOtSjALvgQx9HL4INTpQ/hVIsCjFuIyOCDU6UP4VQJMCySwQenSh/CqVYJMNkJHp41Bx9t/zh/6UM41a0GmBTHw7UG2n7xcKyBtl88HMdSNAMDAADYNQQYAADMEgIMAABmCQEGAACzhAADAIBZQoABAMAsIcAAAGCWEGAAADBLCDAAAJglBBgAAMyS7AB7+v77iIiIG/ePLmfGUhRgv/zkE0RExI1KgCEiYlUF7c+j5Ch1CDBERKyqoIVSjlKHAENExKoKWijlKHUIsMl+tHzrzsny5NGHyjrnR+8tXzw5WX77Q2UdIuKRKWihlKPU2V2AHcSg/uHy2+Y5nIgEGCLiKAUtlHKUOjsLsJ89GjHwz0T7XA7geSAi1lDQQilHqbOjAJOZy6PlW+/dMSH2aPmzzvp5SYAhIo5X0ELJu1gs1OWhUmcnAfZzCS4Z8HtvrTW35l5876OmrczUTu4s3/qoWb+avaUGIdJuJwYh+eGj1XKp79un26yOybdfE1CrAHPPJ9pe5BYiIuJKQQslUcLLq633Sp2iAHt8ceEeDtMNMPnQgw8j9x5SFA7t+0ovmnZNyLgPStggMl8/em/5c2lrgyEItvea5RIobTi5be+4bUQfSuEyW9fsryBobIDJsbp6zWNXOwhMAgwRsT/AwvAaCjGpUxRg929PmIHJgB4ERzObSm8jutAJg02bxSQB1i5L6rkQWW1rHr/4yBguM9t92wSghGdZgLXPyc7kwnDUjh0R8UgV0kBKQyt9nCp1qt9ClME+GsjTcLE2ARbf4mtvK66WaQEWzHhSV9tKgJmvbfC4kPz5e49MnWYfRQEWhC0BhojYr5AGkhZW+xVgbiDXwiW+jTgxwMLw0HQB1oSdzNZMbbsNAYaIuG2FNJD6gmrjAVZ6C1EG9jiUGm0ARLf9lADTwmrsslQfYD4UV++1EWCIiNtW0EIpR6lTFGAXJR/isIN4+l6X0w3wbQi498CC9jYk0pmVnUF1w6obiE2orAJkFWBpWwIMEXHbCloo5Sh1qt1ClGBobhdqMya/zmgHfjcDcx+0aJev2S66BemDqXU1m7Oh1yyzgSJ17LZNeEXrwvZJfW+0H9PGhpd/LMecHCchhojHrqCFUo5Sp/qHOMapvQeGiIiHoKCFUo5ShwBDRMSqCloo5Sh1CDBERKyq8NFHHxW7xwEWvxfV994TIiLOU0ELprHu+QwMEREPVUELprFOCrCij9EjIiIaBS2YxjpxBnbqHg5DgCEiYqigBdNYCTBERNyJghZMYyXAEBFxJwpaMI2VAENExJ0oaME0VgIMERF3oqAF01gJMERE3ImCFkxjJcAQEXEnClowjXVSgPFzYIiIWKqgBdNYJ87A+E0ciIhYpqAF01gJMERE3ImCFkxjJcAQEXEnClowjZUAQ0TEnShowTRWAgwREXeioAXTWAkwRETciYKE0BSlDgGGiIhVFbRQylHqEGCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpU5RgPGrpBARsVRBC6UcpQ4zMERErKqghVKOUocZGCIiVlXQQilHqcMMDBERqypooZSj1CHAEBGxqoIWSjlKHQIMERGrKmihlKPUIcAQEbGqghZKOUodAgwREasqaKGUo9QhwBARsaqCFko5Sh0CDBERqypooZSj1CHAEBGxqoIWSjlKHQIMERGrKmihlKPUIcAQEbGqghZKOUodAgwREasqaKGUo9QpCrD733viHg5DgCEiYqighVKOUqcowC4e/pN7OAwBhoiIoYIWSjlKnaIAu8ctRERELFTQQilHqUOAISJiVQUtlHKUOgQYIiJWVdBCKUepU/YeGH/QEhERCxW0UMpR6jADQ0TEqgpaKOUodQgwRESsqqCFUo5ShwBDRMSqCloo5Sh1igJM/hkLAYaIiKGCFko5Sh0CDBERqypooZSj1CHAEBGxqoIWSjlKHQIMERGrKmihlKPUIcAQEbGqghZKOUodAgwREasqaKGUo9QhwBARsaqCFko5Sh0CDBERqypooZSj1CHAEBGxqoIWSjlKHQIMERGrKmihlKPUIcAQEbGqghZKOUodAgwREasqaKGUo9QhwBARsaqCFko5Sh0CDBERqypooZSj1CHAEBGxqoIWSjlKHQIMERGrKmihlKPUIcAQEbGqghZKOUodAgwREasqaKGUo9QhwBARsaqCFko5Sh0CDBERqypooZSj1CHAEBGxqoIWSjlKnaIAe3xx4R4OQ4AhImKooIVSjlKnKMDu32YGhoiIZQpaKOUodbiFiIiIVRW0UMpR6hBgiIhYVUELpRylDrcQERGxqoIWSjlKnaIAu+BDHIiIWKighVKOUodbiIiIWFVBC6UcpQ4BhoiIVRW0UMpR6hBgiIhYVUELpRylDgGGiIhVFbRQylHqEGCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpQ4BhoiIVRW0UMpR6hBgiIhYVUELpRylDgGGiIhVFbRQylHqEGCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpQ4BhoiIVRW0UMpR6hBgiIhYVUELpRylDgGGiIhVFbRQylHqEGCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpQ4BhoiIVRW0UMpR6hBgiIhYVUELpRylDgGGiIhVFbRQylHqEGCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpQ4BhoiIVRW0UMpR6hBgiIhYVUELpRylDgGGiIhVFbRQylHqlAXYqw/dw2EIMEREDBW0UMpR6hQF2K3vPXEPhyHAEBExVNBCKUepwy1ERESsqqCFUo5ShwBDRMSqCloo5Sh1CDBERKyqoIVSjlKHAENExKoKWijlKHUIMERErKqghVKOUocAQ0TEqgpaKOUodQgwRESsqqCFUo5SpyjA7j+5cA+HIcAQETFU0EIpR6lDgCEiYlUFLZRylDpFAXZxQYAhImKZghZKOUodZmCIiFhVQQulHKUOAYaIiFUVtFDKUeoQYIiIWFVBC6UcpU5RgN17SIAhImKZghZKOUqdogB74fZr7uEwBBgiIoYKWijlKHXKAsz8MxYCDBERQwUtlHKUOgQYIiJWVdBCKUepQ4AhImJVBS2UcpQ6BBgiIlZV0EIpR6lDgCEiYlUFLZRylDoEGCIiVlXQQilHqUOAISJiVQUtlHKUOgQYIiJWVUgDabFYdJatWy51CDBERKyqkAaSBFUaVtoyr9QpCrDH/DkVREQsVEgDyYeVD6z0carUKQqw+7eZgSEiYpmCFkphaK0LL1HqcAsRERGrKmihJI4JL1HqEGCIiFhVQQsl71B4iVKHW4iIiFhVQQulHKVOUYBd8CEOREQsVNBCKUepwy1ERESsqqCFUo5ShwBDRMSqCloo5Sh1CDBERKyqoIVSjlKHAENExFm69QCTHSAiIm7DHLIDDAAAYB8gwAAAYJY0Afb1u+4hAADAPLAB9uBtAgwAAOaFDbC7t7iFCAAA88IG2Od5DwwAAGZG8x4YAQYAADODAAMAgFnCLUQAAJglNsAevP0d9xAAAGC3PH361H21Hm4hAgBsmI8//hgL/eCDDwgwAIBdIQOx9hvXcVgCDABghxBg5RJgAAA7hAArlwADANghBFi5BBgAwA4hwMolwAAAdggBVi4BBgCwQwiwcgkwAIAdQoCVmx1gd+98wz0c5un77yMiHpV/dOPfWAiwcrMD7I0vjJ+Bycn85SefICIejRsLsOvF8uTkJHJxrbQ7YrMD7J1X8mZg/oXXTjQi4qG5iQC7Xsi4ebq8vAmW31wuT2U8Pb1c3gRtj9mtvgdGgCHisTk1wNTw8voQW1x31x2h+e+BEWCIiL1OC7Dr5ULGzN5Z1s3y8rQNuCbsFE3A9a4Tbf1mX6eXN8uby1O3LgnO5Dbm6hamcnszXB/tW8I2bG/2fbnmuHv3qcgtRETEDTopwNzgLaESDtShPmwW1ybMFi7o7MysDZ/ry2a5DZJgtma3DcLL7uv01O3Ph+NieW3bN22iUAqCtTkO37b7uH/fw8fdvA5trT65hYiIuEFrBVjUJgkCb3+IyGMXWMF6f4vShlZSc1RgBQEX77tnZtlz3AQYIuIO3ESARaGS6AMsurU2IcDisGxvK7bLXB07lqcB5pf3bGP3LftZLC+jfTvXBlhbW6svEmCIiBt0UoC5GVBnoA9swiQZ9LcUYD64JCzTGVf6OD2uZt+XZh/NsnjfzpEzMB+W6fthBBgi4gad9iGOODTC5VYfcOkMbVMBFtZRQ6T/sT+2OPzaY5oSYGltLwGGiLhBpwbY6r2pdGB3g3gnvEQ74JcFWBgUtr1b3wRUW7MJpKFAa4N3/b6dPceth2e3HQGGiLhBpweY0w7izfjpXTsr87rQaAKnXeYDxmqDxM3AFot2+yhg2k8qigvTrvnaBMll99jE9NajX9bdd/9xa89b1J47AYaIuEE3FmBbV3sPbF4SYIiIG5QAqycBhoi4QQmwemYH2OOLC/dwGAIMEY/NeQRY/P5W+GGLOZkdYG++ygwMEbHP+czA5m92gN3iFiIiYq8EWD0JMETEDUqA1TM7wO7fJsAQEfskwOqZHWAXfIgDEbFXAqye2QEm/4xFAkw7wYiIh2pugMkgjOVuLcDkRCIiHptjkcEXpzuG7AADAADYBwgwAACYJasAQ0RE3Ee/8rWX1eUvfPZzy/8HJXg2T8bGgy0AAAAASUVORK5CYII=)

(Рис1) Интерфейс игры.

# Код программы

## Серверная часть приложения

import json

import socket

import threading

from typing import Optional, Union

class Result:

WIN = "win"

LOSE = "lose"

DRAW = "draw"

class RPSServer:

def \_\_init\_\_(self, host, port):

self.host = host

self.port = port

self.sock = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

self.sock.bind((self.host, self.port))

self.clients: list[socket.socket] = []

self.actions: dict[socket.socket, dict[str, Union[int, str]]] = {}

def listen(self):

self.sock.listen(2)

while True:

client, address = self.sock.accept()

threading.Thread(target=self.client\_handler, args=(client,)).start()

self.clients.append(client)

def distribute(self, data: str, author: Optional[socket.socket] = None):

for client in self.clients:

if client == author:

continue

client.send(data.encode())

def client\_handler(self, client: socket.socket):

while True:

try:

data = json.loads(client.recv(1024).decode())

if not data:

continue

command = data["command"]

nickname = data["nickname"]

message = data["message"]

if command == "chat":

self.distribute(json.dumps(data), client)

continue

if command == "action":

self.actions[client] = {

"action": int(message),

"nickname": nickname,

}

if len(self.actions) == 2:

self.send\_result()

self.actions = {}

except Exception as e:

print(e)

self.clients.remove(client)

client.close()

return False

def send\_result(self):

user = list(self.actions.keys())[0]

opponent = list(self.actions.keys())[1]

user\_choice = self.actions[user]["action"]

opponent\_choice = self.actions[opponent]["action"]

user\_result = Result.LOSE

opponent\_result = Result.WIN

if user\_choice == opponent\_choice:

user\_result = Result.DRAW

opponent\_result = Result.DRAW

if (user\_choice + 1) % 3 == opponent\_choice:

user\_result = Result.WIN

opponent\_result = Result.LOSE

user.send(

json.dumps(

{

"command": "result",

"message": user\_result,

"nickname": self.actions[opponent]["nickname"],

}

).encode()

)

opponent.send(

json.dumps(

{

"command": "result",

"message": opponent\_result,

"nickname": self.actions[user]["nickname"],

}

).encode()

)

if \_\_name\_\_ == "\_\_main\_\_":

RPSServer("127.0.0.1", 1337).listen()

## Клиентская часть приложения

import json

import random

from enum import IntEnum

from tkinter import Tk, Frame, Button, Label, END

import tkinter as tk

import threading

import socket

from typing import Optional

class Action(IntEnum):

Rock = 0

Scissors = 1

Paper = 2

class GameCommand:

def \_\_init\_\_(self, game: "Main", choice: Action):

self.choice = choice

self.game = game

def process\_button(self):

self.game.client.send("action", str(self.choice.value))

def \_\_call\_\_(self):

for btn in self.game.game\_buttons:

if btn["state"] == tk.DISABLED:

return

btn["state"] = tk.DISABLED

threading.Thread(target=self.process\_button).start()

class Main(Frame):

def \_\_init\_\_(self, root, client\_: "SocketClient"):

super(Main, self).\_\_init\_\_(root)

self.client = client\_

client\_.game = self

self.root = root

self.opponent\_name = ""

self.game\_buttons = []

self.game\_data\_label: Optional[Label] = None

self.opponent\_label: Optional[Label] = None

self.entry: Optional[tk.Entry] = None

self.txt: Optional[tk.Text] = None

self.button\_font = ("Times New Roman", 15)

self.mini\_button\_font = ("Times New Roman", 13)

self.win = self.draw = self.lose = 0

self.start\_iu()

def game\_data\_text(self):

return f"Побед: {self.win}\nНичей: {self.draw}\nПроигрышей:" f" {self.lose}"

def send\_button(self):

input\_text = self.entry.get()

if not input\_text:

return

self.txt.configure(state="normal")

self.txt.insert(END, f"Артем: {input\_text}\n")

self.txt.see("end")

self.txt.configure(state="disabled")

self.entry.delete(0, END)

self.client.send("chat", input\_text)

def start\_iu(self):

self.game\_buttons = [

Button(

self.root,

text="Камень",

font=self.button\_font,

command=GameCommand(self, Action.Rock),

),

Button(

self.root,

text="Ножницы",

font=self.button\_font,

command=GameCommand(self, Action.Scissors),

),

Button(

self.root,

text="Бумага",

font=self.button\_font,

command=GameCommand(self, Action.Paper),

),

]

self.game\_buttons[0].place(x=10, y=100, width=120, height=50)

self.game\_buttons[1].place(x=155, y=100, width=120, height=50)

self.game\_buttons[2].place(x=300, y=100, width=120, height=50)

self.master.bind("<Return>", self.send\_button)

self.game\_data\_label = Label(

self.root,

justify="left",

font=self.mini\_button\_font,

text=self.game\_data\_text(),

bg="#FFF",

)

self.opponent\_label = Label(

self.root,

justify="right",

font=self.mini\_button\_font,

text=f"Оппонент:\nОтсутствует",

bg="#FFF",

)

self.game\_data\_label.place(x=5, y=5)

self.opponent\_label.place(x=300, y=0)

self.txt = tk.Text(

self.root, font=self.mini\_button\_font, width=45, height=8, bg="#AFEEEE"

)

self.txt.configure(state="disabled")

self.txt.place(x=10, y=160)

scrollbar = tk.Scrollbar(self.txt)

scrollbar.place(relheight=1, relx=0.958)

self.entry = tk.Entry(

self.root, font=self.mini\_button\_font, width=35, bg="#AFEEEE"

)

self.entry.place(x=10, y=335)

send = Button(

self.root,

text="Отправить",

font=self.mini\_button\_font,

command=self.send\_button,

width=8,

height=1,

)

send.place(x=339, y=325)

class SocketClient:

def \_\_init\_\_(self, name: str):

self.client = None

self.name = name

self.game = None

def result\_handler(self, message: str):

if message == "draw":

self.game.draw += 1

self.game.game\_start\_label.configure(text="Ничья")

if message == "win":

self.game.win += 1

self.game.game\_start\_label.configure(text="Победа")

if message == "lose":

self.game.lose += 1

self.game.game\_start\_label.configure(text="Проигрыш")

self.game.game\_data\_label.configure(text=self.game.game\_data\_text())

for btn in self.game.game\_buttons:

btn["state"] = tk.NORMAL

def socket\_start(self, host: str, port: int):

self.client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

self.client.connect((host, port))

while True:

data = self.client.recv(1024)

if not data:

continue

data = json.loads(data.decode())

command = data["command"]

nickname = data["nickname"]

message = data["message"]

self.game.opponent\_label.configure(text=f"Оппонент:\n {nickname}")

if command == "result":

self.result\_handler(message)

if command == "chat":

self.game.txt.configure(state="normal")

self.game.txt.insert(END, f"{nickname} -> {message}\n")

self.game.txt.see("end")

self.game.txt.configure(state="disabled")

def send(self, command: str, message: str):

data = json.dumps(

{"command": command, "nickname": self.name, "message": message}

)

self.client.sendall(data.encode())

if \_\_name\_\_ == "\_\_main\_\_":

main\_root = Tk()

main\_root.geometry("430x360+200+200")

main\_root.title("Цу Е Фа")

main\_root.resizable(False, False)

main\_root["bg"] = "#FFF"

nick = f"my opponent"

print(nick)

client = SocketClient(name=nick)

app = Main(main\_root, client)

app.pack()

game\_thread = threading.Thread(target=main\_root.mainloop)

socket\_thread = threading.Thread(

target=client.socket\_start, args=("127.0.0.1", 1337)

)

socket\_thread.start()

game\_thread.run()

# Выводы

В результате выполнения курсовой работы были изучены основные понятия сетевых компонентов: протокол связи, IP-адресация, маршрутизация TCP/IP. Была произведена настройка протокола транспортного уровня и настройка сокетов клиентской и серверной части приложения.

Также разработана сама игра “Цу Е Фа” с чатом на языке программирования Python для игры по локальной сети.

Изучение данных технологий поможет в дальнейшем привести к разработке функциональных приложений.
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